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ABSTRACT

DSTO has developed an in-house application called the Fact Extractor System for performing
Information Extraction. This system can be used to extract interesting information from text
documents. It is a component-based system providing a suite of tools to do this task. The
system has a number of deployment tools, including one called FormFiller. FormFiller is an
application that enables a user to process a set of documents, one at a time interactively or in
an automated batch mode, with one or more Fact Extractors and save results to an output file
under user control. This report describes performance testing and optimisation of the
FormFiller application and Fact Extractors.
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Performance Analysis and Optimisation of the
Fact Extractor System

Executive Summary

The Intelligence Community often needs to process large volumes of unstructured text
to obtain interesting information. Processing the text manually is not a very efficient
use of time. The DSTO Fact Extraction System was developed to demonstrate how
automated text processing could improve the efficiency of finding interesting
information

Using regular expression technology, tools known as Fact Extractors have been
developed. Fact Extractors contain rules that specify the type of fact to be discovered,
and are then run over the text document to highlight the facts.

The FormFiller application allows users to run one or more Fact Extractors over a
document or set of documents at once and save results to an output file. The
application can be deployed automatically to capture and record all of the facts from
the chosen Fact Extractors, or run under user control.

The performance of the FormFiller application was an issue as clients interested in the
Fact Extractor suite of tools had complained that it was too slow. A series of tests were
performed to record the performance of FormFiller. FormFiller was written in the Java
programming language, and a Java performance analysis tool was used to identify
areas of the source code that were taking up a lot of processing time. The code was
then inspected and changed. The same performance tests were run over the new code
to see if they had an effect on performance. The first had a significant improvement on
processing time. This process was then repeated, and another area of the program was
identified and improved.

The improvements made have benefited both FormFiller and the entire suite of Fact
Extractor tools, as some of the problems were in code used by the entire system. The
advantage is that potential clients and users of the system will no longer be
discouraged by long document processing times.

The performance of different Fact Extractors in FormFiller was then measured, as this
will assist in future Fact Extractor design.

This report describes the approach taken in analysing and tuning the performance of
the Fact Extractor system, and is aimed at readers with a technical interest in the
system.
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1. Introduction

The DSTO Fact Extractor System is an application developed to perform information
extraction over unformatted text [1]. It comprises a set of components to assist with this
task. The FormFiller application is part of the Fact Extractor System tool suite [2]. It is
an end user tool for deploying one or more Fact Extractors over a set of documents to
extract interesting information.

One of the most common user complaints about the DSTO Fact Extractor system, in
particular the FormFiller application, was that the performance was very slow,
especially over large groups of documents.

A series of tests were performed to identify potential causes for slow performance of
the system. A standard set of test documents was developed initially and all tests were
performed over these documents.

As the Fact Extractor system is highly reliant on the Java Regular Expression (REGEX)
package, the performance of FormFiller can be no faster than the package’s regular
expression pattern matcher. A test was performed to determine this theoretical lower
bound on performance.

Secondly, a baseline was produced, which involved tests to determine the current
performance of FormFiller. This baseline was later used to check if any changes to the
system had resulted in an increase in performance or not.

Once the baseline was established, a Java performance analysis tool was used to target
hot spots where a lot of processing time was being spent. Changes were then made to
the source code, and the performance test was repeated, until members of the Fact
Extractor team were happy with the results. The goal was for FormFiller to be able to
process 1000 small (i.e. less than 10 KB each in size) documents within a minute using
the computer configuration described in Section 2.4.

Once the goal was achieved, the performance of a range of different fact extractors was
measured, as the results will assist in designing fact extractors that are efficient to
process.

Execution time was the main criteria in these tests, however memory usage was also
observed.

This report details the approach outlined above along with the outcomes of the
performance optimisation. It is directed at readers with a technical interest in the Fact
Extractor System.
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2. Tests Performed

2.1 Test Corpora
To facilitate testing, two representative sets of documents were derived from the
PROMED! corpus. They were designed to test FormFiller’s performance in handling

many small documents as well as large documents.

* 1000smalldocs — This folder contains 1000 small text files with sizes ranging

from 1 KB to 7 KB.
* 10largedocs — This folder contains 10 large text files with sizes ranging from 64
KB -100 KB.

For tests that used HTML input, the PROMED data was available in HTML format,
and two more corpora, 1000smallHTML and 10largeHTML, were derived.

2.2 Estimation of Theoretical Lower Bound

Fact Extractors use regular expressions to find matches in text. One regular expression
is evaluated for every sentence per rule. It was decided to run the regular expression
engine by itself, as this gave an indication of the theoretical best performance. The
performance of FormFiller cannot be any faster than the performance of the regular
expression pattern matcher it uses. In this case, the theoretical absolute lowest bound
for time would be the performance of the Java REGEX pattern matcher. The first test
determined the performance of this pattern matcher. This gave an indication of how
much extra overhead and processing time the FormFiller added.

To first test the Java REGEX package, a program called ‘TesterGUI’ that was previously
developed by a former Swinburne University of Technology IBL? student was used.
This program was originally designed to compare the Java REGEX package with other
regular expression pattern matchers, and for the purposes of this test it could be reused
and configured to match using Java REGEX.

The following regular expression was used for this test. This regular expression was
contained in a text file used with TesterGUI, but because FormFiller uses fact
extractors, this regular expression was made into a fact extractor called ‘testdate.fx’.
The regular expression was:

! PROMED is a collection of medical publications containing information about different
diseases.

2 IBL - Industry Based Learning, a program run through Swinburne University of Technology,
http:/ /www.swin.edu.au
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((?:Mon|Tue|Wed|Thu|Fri
(Jan|Feb|Mar | Apr |May |Ju
91+)

Sat|Sun) (?:[a-z]+)?),?([0-3]2[0-9])
Aug|Sep|Oct|Nov|Dec) (?:[a-z]+])? ([0~

In both FormPFiller and TesterGUI, the test was run over the ‘“10largedocs’ corpus.

The ‘TesterGUT’ application automatically tests each document in the corpus against
the regular expression pattern. FormFiller has an AutoRun (or batch) mode that
processes each document in the corpus, looking for matches, and it writes the results to
an output file. This mode was used when testing FormFiller.

Both processing time and memory usage was observed for each application.

2.3 Determining Baseline and Fact Extractor Performance

The second test involved running different Fact Extractors over both test corpora in the
FormFiller application and measuring the performance. A baseline was produced that
provided an indication of FormFiller’s initial performance, as well as a reference for
comparison with later test results. The baseline was developed using fact extractors
with differing numbers of create rules, matches, and levels of subordinate fact
extractors.

These tests were run over the ‘10largedocs’ corpus as well as the “1000smalldocs’
corpus.

2.3.1 Number of Create Rules

The number of create rules [1] in a Fact Extractor was tested to understand the effects
of increasing the number of create rules on both processing time and memory use. The
following Fact Extractors were used:

¢ Diseasel.fx - 1 create rule

e Disease80.fx — 80 create rules

e Diseasel60.fx - 160 create rules (double 80)

e Disease320.fx — 320 create rules (double 160, 4 times 80)

2.3.2 Number of Matches

A comparison was made of the processing time required to run a Fact Extractor known
to produce a high number of matches in the PROMED corpus against that of a Fact
Extractor known to find only a few matches in the corpus.

The results of this test were used to analyse FormFiller performance.

The following Fact Extractors were used:
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* Death.fx - low occurrences (270 matches in 1000smalldocs corpus)
* The.fx - high occurrences (14,643 matches in 1000smalldocs corpus)

2.3.3 Number of Levels of Subordinate Fact Extractors

A test was done to determine if calling a subordinate Fact Extractor [1] added any
significant increase in processing time. The following Fact Extractors were tested:

¢ Diseasesubl.fx - This calls the ‘Diseasel.fx’ Fact Extractor
e Diseasesub2.fx - Calls the ‘Diseasesubl.fx’ Fact Extractor
e Diseasesub3.fx — Calls the ‘Diseasesub?2.fx’ Fact Extractor

The results of these tests were also compared with results of the ‘Diseasel.fx’ Fact
Extractor3, as this was the lowest level Fact Extractor.

2.3.4 List Fact Extractors

This test was aimed at comparing processing times for differing formats of the same
Fact Extractor.

The Disease320.fx Fact Extractor was used for this test. It was also rewritten as a list fact
extractor [1], and as a fact extractor with all of the diseases in a single create rule in an
“OR” statement. The results of these three types of Fact Extractors were compared to
see which format was the fastest performer.

e Disease320.fx - 320 individual create rules
¢ Disease320inlrule.fx —- 1 create rule with 320 diseases in an OR statement
¢ Diseaselist.fx ~ A list of 320 diseases

The number of rules was reduced by half for each test. This test was repeated for 160,
80, 40, 20, 10, and 5 create rules, and their respective results were compared to

determine which fact extractor type was better used over a certain number of create
rules.

2.3.5 Complex Fact Extractors

This test looked at the effect of using a more complex Fact Extractor on processing
times.

The fact extractor, DEF_UnboundedPerson.fx, was used for this test as it had both create
and co-reference rules.

3 Refer to Section 2.3.1
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2.3.6 Different Output Types

While the initial tests concentrated on saving extracted facts to XML output, FormFiller
can also save facts in a Comma Separated Values (CSV) file format, as well as in a
database. To avoid any overhead associated with accessing a remote database, a
Microsoft Access database was configured on the test machine and used for this test.

2.3.7 HTML Input

The tests described in sections 2.3.1 — 2.3.6 were initially performed on a set of text
documents, and repeated for the HTML version of the same document set.

2.4 Test System

Every test was performed on a computer with the following specifications to ensure
consistency between the results:

Processor (CPU):  Intel® Pentium® 4 2.40GHz
Memory (RAM): 512 MB
Operating System: Microsoft® Windows™ XP Professional

In calculating the baseline, each test was performed three times, and an average taken
to provide a better indication of results.

2.4.1 Testing Processing Time

Processing time was the primary focus of all of the tests. The system time was taken
right before and after the required processing and the difference calculated. The
TesterGUI application has this function built-in, and the FormFiller application was
slightly modified to take the time immediately before and after the AutoRun method is
called. At the end of the processing, both the number of documents processed and the
total time taken was displayed.

As the time was taken immediately before and after processing, the time to set up and
configure the application was not included.

Time was tested independently from memory so that the Task Manager used to
monitor the memory usage did not compromise results. No other applications were
running apart from the one being tested.

2.4.2 Testing Memory Usage

Although memory usage had not been a problem in the FormFiller application, it was
also recorded during baseline measurements in addition to processing time. This was
in case later changes to the source code significantly altered memory behaviour.
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The Microsoft Windows XP operating system allows users to monitor the memory
used by each process by invoking the Windows Task Manager and viewing the
‘Processes’ tab. The memory used by each process displayed in Task Manager is
updated once a second, which means that the results are approximate.

Memory was tested from immediately before the AutoRun process was initiated (start)
until it completed (end) as to exclude then memory usage when setting up and
configuring the FormFiller application. Again, no other applications were running
during this test apart from the one being tested and the task manager.

3. Results of Estimation of Theoretical Lower Bound

These are the averages* of the measurements taken when using TesterGUI to determine
the performance of the Java REGEX pattern matcher, in order to determine what the
best possible performance can be.

Table 1. Results of Test 1 - Java REGEX vs. FormFiller (Averages)

Time (minutes) Memory (MB) at start | Memory (MB) at end
Java REGEX 1.89 11.9 18.7
FormFiller 7.43 25.7 39

The fact that TesterGUI, the program designed to test the Java REGEX pattern matcher,
performed so slowly was unexpected, so another REGEX package, grep, was looked at.

A free 30-day trial version of grep called PowerGREP [3] was downloaded from
http://www.powergrep.com and the datepattern regular expression was compared
against the “10largedocs’ corpus. While this program had no timing function, it was
very fast, taking less than half a second to find and report matches.

Inspection of the source code for TesterGUI showed that it had a lot of processing that
was not required when attempting to measure the performance of the pattern matcher.
A program designed specifically for testing only the Java pattern matcher and nothing
else, called regexTest, was developed and run with the same regular expression and
corpus, and this produced a time of 0.441 seconds, similar to that of PowerGREP.

4 Refer to Appendix for full results of these tests
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Table 2. Comparison between pattern matchers, FormFiller and TesterGUI

- - Time
‘FormFiller 446.074 seconds
“ s TesterGUI 113.634 seconds
- .. - “PowerGREP. = (0.5 seconds
" RegexTest (basic Java pattern matcher) 0.441 seconds

From these results, it was clear that the Java REGEX package is not the reason why
FormFiller and TesterGUI performed slowly. The magnitude (approximately 1000:1) of
the performance difference between FormFiller and REGEX packages was surprising
and clearly indicated that there was scope for performance tuning.

4. Initial Baseline Results

Both time and memory usage were recorded during the baseline testing.

The baseline tests were done on fact extractors with different numbers of: create rules,
matches, and levels of subordinate fact extractors. The reason that these were the only
tests completed initially is because it was known that FormFiller needed improvement,
and these tests were done to produce a baseline that any improvements could then be
verified against. All of these tests were run in FormFiller, in the AutoRun mode.

As the results show, each test took several minutes, which was very slow. It is also
notable that it took longer to process the 10 larger documents compared to the 1000
smaller ones despite the 10 large documents corpus being smaller in total sizeS.

These are the averagesé recorded during these tests:

4.1.1 Number of Create Rules

Tables 3 and 4 show the average processing times and memory usage for Fact
Extractors with different numbers of create rules. From these results it can be seen that
having a larger number of create rules does not have a significant impact on either
processing time or memory usage.

5 10largedocs was 869 KB in total size, compared to 2.39 MB for 1000smalldocs
6 Refer to Appendix for full results of all tests
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Table 3. Average Times for the Baseline test with varying number of Create Rules

No. of rules | Time (min) over 1000smalldocs Time (min) over 10largedocs
1 4.02 7.3
80 4.49 7.54
160 5.03 7.43
320 5.94 7.74

Table 4. Average Memory usage for the Baseline test with varying number of Create Rules

No. of rules Memory (MB) 1000smalldocs Memory (MB) 10largedocs
1 25 (start) - 36.7 (end) 25.8 (start) - 39.8 (end)
80 25.6 - 33.7 25.6 -39.4
160 26.2-323 26.3-41
320 26.3-35.2 269 - 40.4

4.1.2 Number of Matches

Tables 5 and 6 show that when many facts are discovered there is a notable increase in
processing times with the small documents. The impact on memory usage was

expected.

Table 5. Average Times for Baseline test with varying number of Matches

No. of Matches

Time (min) over 1000smalldocs

Time (min) over 10largedocs

Low

4.04

7.52

High

10.08

7.48

Table 6. Average‘ Memory usage for Baseline test with varying number of Matches

No. of Matches Memory (MB) of 1000small Memory (MB) of 10Largedocs
Low 25.9 (start) - 37.9 (end) 26.1 (start) — 41 (end)
High 26.2-53.4 25.9 - 40.6

4.1.3 Subordinate Fact Extractors

Tables 7 and 8 show that the different levels of subordinate Fact Extractors have no
significant impact either on processing times or memory usage.
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Table 7. Average Times for Baseline test with varying levels of Subordinate Fact Extractors

No. Subordinate | Time (min) over 1000smalldocs | Time (min) over 10largedocs
0 (original) 4.02 7.3
1 4.1 7.34
2 4.12 7.32
3 4.1 7.2

Table 8. Average Memory usage for Baseline test with varying levels of Subordinate Fact
Extractors

" No. Subordinate | © Memory (MB) 1000smldocs | = Memory (MB) 10Lgdocs
- 0 (original) 25 (start) - 36.7 (end) 25.8 (start) - 39.8 (end)
- o1 25.9 - 37.8 26.1 - 40.8
L2 26.2-37.6 26.2 - 40.5
3 25.7-37.9 26 - 40.5

5. Performance Analysis and Tuning

5.1 Analysis Tool and Techniques

The aim of the performance tuning was to reduce the processing times taken. A goal
was set for FormFiller to be able to process 1000 small documents within a minute, as
this was decided to be an acceptable level of performance.

A Java execution profiler was used to find out where the application was spending
most of the time. This is a special program that examines your program while it is
running and reports on the time spent in each part of it.

A Java profiler called Borland Optimizelt [4] (version 4.11) was used for the analysis. It
has a CPU profiler that is effective in reporting the time spent in each method, and also

displaying it as a percentage of the overall time.

Once a particular time intensive method or piece of code had been identified, the
source code was then examined and alternative ways to write it were investigated.

5.2 Initial Performance Optimisation
After using Optimizelt to monitor ‘testdate.fx’ being run over ‘l0largedocs’ in
FormFiller using AutoRun, it was seen that the program spent the majority of its time

mn

dsto.imf.fx.core.SentenceBreaker.run()
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Figure 1 shows the output of the CPU profiler in Optimizelt, displaying the problem

methods:

Figure 1- Optimizelt Screen
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Further examination showed that this method called the
SentenceBreaker.readChar () method, which called

10
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java.text.RuleBasedBreakIterator.isBoundary (). This had two methods of
its own: handleNext () and handlePrevious (), both of which were very time-
intensive.

An examination of the source code of ‘dsto.imf.fx.core.SentenceManager’
showed that isBoundary () was being called to check if every single character was a
sentence boundary for each document for each fact extractor.

Since isBoundary () was a time-intensive process, instead of repeating it many times,
an idea for performance enhancement was to perform it only once over each
document, storing the results in a cache. Further on during processing, each character
position would be tested to see if it is in the cache, i.e. if it is in the cache it is a sentence
break.

A cache was made using a HashSet in Java, which is an implementation of the Set
interface. In theory, this should be an improvement, because this cache uses hashing,

which is known to be a fast process. Once the code was modified, the same timing tests
were performed again. The results are shown in Tables 9 - 11.

5.3 Results from Initial Optimisation

Table 9. Processing times after initial optimisation for Number of Create Rules

No. of rules | Time (se¢) over 1000smalldocs © | = Time (sec) over 10largedocs .
‘ 1 29 8.8
- 80 . 49 11
“160 71.9 13.1
- 320 1179 19.2

Table 10. Processing times after initial optimisation for Number of Matches

No. of Matches | = Time (sec) over 1000smalldocs |  Time (sec) over 10largedocs
Low 26.4 8.8
High 388.2 = 6.47 minutes 10.1

Table 11. Processing times after initial optimisation for number of levels of Subordinate Fact
Extractors

No. Subordinate | Time (sec) over 1000smalldocs Time (sec) over 10largedocs
0 (original) 29 8.8 '
1 299 8.7
2 27.5 8.6
3 28 9

11
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As is evident from comparing these results with the unoptimised times given in Tables
3, 5 and 7, this change had a dramatic improvement on performance. The time was
reduced from minutes to seconds. In the case of a single create rule over 1000 small
documents, the time was reduced from 4.02 minutes to 29 seconds, which is 8 times
faster. Over 10 large documents, the time improved from 7.3 minutes to 8.8 seconds,
which is 50 times faster.

After the initial optimisation, a memory test was run again that showed that the
optimisation had no significant effect on the memory usage.

This improvement to the code explains why TesterGUI also took so long, because it
implemented the SentenceBreaker class in the same way as FormFiller.

The goal of processing 1000 documents within a minute was not fully achieved. In
particular, running the fact extractor with a high number of matches (‘'The.fx’) took
over 6 minutes. This was run through Optimizelt to identify any further bottlenecks.

5.4 Second Performance Optimisation

After running ‘The.fx’ over ‘1000smalldocs’ in Optimizelt, it was discovered that the
majority of the time, 81.72%, was spent in

dsto.imf.fx.formfiller.AutoRunDialog.writeXML

After that ‘Disease320.fx" was run over ‘1000smalldocs’ in Optimizelt, and again
autoRunDialog.writeXML took the highest percentage of time, however this time it

was only 31.1%. This was most likely because there were fewer facts that needed to be
output in the latter case.

Examination of the source code indicated that each time facts were written to the XML
output file, the program would check to see if the file existed, then the entire document
was read in and the last line checked to see if there was anything there, or if it needed
to first write an XML header. So as more and more facts were added, the document
became larger, taking longer to read each successive time.

Both the XML and CSV methods were modified to use a Buf feredWriter instead of
justaFileWriter.

The writeXML method was split into 3 separate methods to stop it from doing
unnecessary work. The first method was to output an XML heading, the second to
output all of the results, and the third to close the final <results> tag. This approach
did away with the need to read the output file each time facts were written to it,
because the header was written at the start. Facts were appended to the document, and
when this was completed the results tag was closed.
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5.5 Results from Second Optimisation

The same timing tests were again completed once the code had been changed. Tables
12 - 14 show the results from these tests.

Table 12. Times after second optimisation — Number of Create Rules

No. of rules| Time (sec) over 1000smalldocs | Time (sec) over 10largedocs
L 1 24.4 8.7
.80 31.3 10.2
160 383 12.7
T 320 57.6 : 18.3

Table 13. Times after second optimisation— Number of Matches

“No. of Matches | Time (sec) over 1000smalldocs . | Time (sec) over 10largedocs:
e on Lows 23.4 8
High 251 8.6

Table 14. Times after second optimisation — Number of levels of Subordinate Fact Extractors

‘No. subordinate | Time (sec) over 1000smalldocs | Time (sec) over 10largedocs
0 (original) 244 8.7
BRI s | 25.5 8.1
2 27.4 8.1
3 28.2 8.1

As the results indicate, this improvement made a notable difference to processing
times, particularly for the Fact Extractors with a large number of create rules and a
large number of matches. The second optimisation allowed us to achieve the goal of
processing all of the observed times in under a minute.

A further test run in Optimizelt showed that most of the time was spent in
java.awt.EventQueue.getNextEvent, which is an idle process. As the goal of
processing 1000 small documents within a minute had been achieved, no further
optimisation was undertaken. It was decided however that if any futher tests that
followed failed the 1000 documents a minute requirement, they would be run through
the profiler.

6. Further Testing

Since the initial performance goal had been achieved, a wider set of Fact Extractors was
tested in FormFiller (again using AutoRun) to observe their performance. Tests were

13
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also run using both text and HTML documents as input files, and with facts being
saved to CSV and XML files, as well as to a database.

6.1 Different Types of Fact Extractor

For Fact Extractors with different numbers of create rules, matches, and levels of
subordinate Fact Extractors, refer to section 5.5.

Table 15 shows that the processing time for a Fact Extractor with a co-reference rule,
‘DEF_UnboundedPerson.fx’, is well under the 1-minute upper limit.

Table 15. Time results for a Fact Extractor with a co-reference rule

Time (sec) over 1000 small documents Time (sec) over 10 large documents
34.8 17.5

6.2 Output Targets

Up to this point, all the tests have been output to XML format. The baseline? tests were
repeated for both CSV and database output. The results are shown in Tables 16 - 18.

Table 16. Number of Create Rules output to XML

No. of rules Time (sec) over 1000smalldocs Time (sec) over 10largedocs
1 244 8.7
80 31.3 10.2
160 38.3 12.7
320 57.6 18.3

Table 17. Number of Create Rules output to CSV

No. of rules | Time (sec) over 1000smalldocs Time (sec) over 10largedocs
1 28.3 8.5
80 30.3 10.6
160 43 13
320 56 19.1

7 The times for differing number of create rules are shown here only. Refer to Appendix for full
results.

14
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Table 18. Number of Create Rules output to MSAccess Database
No. of rules | Time (sec) over 1000smalldocs - Time (sec) over 10largedocs
1 23.7 8.4
80 354 124
160 45.7 153
320 66.2 21.6

These results indicate that there is no significant difference in using either XML or CSV
files as the output target. Writing to a database took a little longer for the Fact
Extractors with a large number of create rules. Although it took 66.2 seconds to write
the facts found with the 320-create rule Fact Extractor to the database, this was
accepted because it was a Microsoft Access database on the test machine. The extra
time was spent inserting the facts into the database.

6.3 List Fact Extractors

For all of the previous tests, each disease found in the Fact Extractors had its own
individual create rule. This is one format of a list fact extractor, and on the graphs
below is represented as ‘Individual Rules’. The list of diseases was also made into a
List Fact Extractor, which was a text file that had each disease on its own line. On the
following graphs, this is shown as ‘List’. The third format of Fact Extractor had all of
the diseases combined into an ‘OR’ statement, and this statement made up a single
create rule. This is shown on the graphs below as ‘One Big Rule’.

After completing the tests, the following comparison graphs were produced?.

8 Refer to Appendix for the full results
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Figure 2 - Different FX formats comparison over 1000 small documents
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Figure 3 - Different FX formats comparison over 10 large documents
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Figures 2 and 3 show that as the number of rules increased, the List Fact Extractor had
the most efficient processing times over both sets of documents.

6.4 Input Sources

So far, all the tests had used text file input. This was then compared to HTML input.
The HTML input files were made up of exactly the same data as the text input, only in
HTML format. Tables 19 and 20° show that processing HTML input takes slightly
longer than text input, particularly for the larger documents.

Table 19. Times for text input with differing number of Create Rules

~No. of rules | . Time (sec) over 1000smalldocs” | = Time (sec) over 10largedocs
: i ¥ 24.4 8.7
.- 80 31.3 10.2
. 160 38.3 12.7
- 320 57.6 18.3

Table 20. Times for HTML input with differing number of Create Rules

No. of rules | Time (sec) over 1000smalldocs “Time (sec) over 10largedocs -
i 1 30.6 28.4
80 36.9 29.8
160 42.5 32
320 57 37.2

7. Conclusion

The performance analysis and optimisation of the Fact Extractor System has proved to
be highly beneficial allowing the goal time of processing 1000 documents within a
minute to be achieved. The use of the Optimizelt profiler was useful in quickly
identifying problem areas. The improvements that were made to the sentence breaking
in particular will benefit the entire suite of Fact Extraction tools, because this was one
of the core components.

As no further major bottlenecks were identified in the final set of tests the results of
those tests can now be used to help design effective fact extractors.

The test results clearly showed that adding more create rules to a fact extractor does
not significantly increase the processing time. As the number of rules was doubled, the

9 Refer to Appendix for full results
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time did not double. Processing 320 rules over 1000 documents still takes less than one
minute, even in the unlikely event that a Fact Extractor contained that many rules.

The results also show that the actual number of facts found is of little significance to
the processing time. It does not take much extra time to process a Fact Extractor that
finds a very high number of facts as opposed to one that finds a much lower number.
The majority of processing time is spent evaluating the rules.

Calling subordinate Fact Extractors similarly has little impact on the processing time.
Therefore, for ease of development, if a user invokes a subordinate Fact Extractor
instead of making a complex rule, the overhead in terms of extra processing time will
be minimal and will not depend on how many levels of subordinate Fact Extractors are
invoked.

The more complex Fact Extractor used to test the presence of co-reference rules had
two create rules as well as the co-reference rule. The time taken to process this was the
equivalent of processing over 80 create rules. This indicated a processing time
overhead for the co-reference rule, however the time was still within the 1000
documents per minute target.

List fact extractors are a lot faster to process than ones based on multiple create rules. If
there are any more than about 10 rules to search for, it would be most efficient to put
them in a list. However, the list processor does not resolve regular expressions, it will
only search for exact matches of the text included in the list, and so this type of fact
extractor is best suited for entities, such as place or organisation names.

There is no major difference to processing times for saving extracted facts to either
XML or CSV files, however writing to a database takes a little longer.

HTML input takes a little longer to process than text input, and this is because HTML

is a more complex document format, however it does not have a significant impact on
processing time.

In addition to the original PROMED’ documents, a different corpus of 1000 documents
was tested to make sure that FormFiller could process these within the target time of
less than one minute. The performance target was met with the new corpus.

For the test corpora and test set of Fact Extractors, memory usage was never an issue
both before and after the optimisation.

Experience with the testing suggested some improvements for the test process.
* The test corpora should have been the same total size. Instead, ‘10largedocs’
was 869 KB and ‘1000smalldocs’ was 2.39 MB.
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e More complex Fact Extractors should have been tested. Testing more complex
Fact Extractors would have given a more rigorous set of timing results, and
may have revealed additional problem areas in the software.
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Appendix: Full Test Results

A.1 Before Optimisation
A.1.1 Test One - Java REGEX Pattern Matcher vs. FormFiller

A.1.1.1 Time

Table 21. Full time results for Test 1 — Java REGEX vs. FormFiller

Test FormFiller Time = . /- " | Java REGEX Time =~ S
1| 447 584 ms = 7.46 minutes 121 004 ms = 2.0167 minutes
2 | 443 748 ms = 7.40 minutes 110 009 ms = 1.8335 minutes
\ 3 | 446 892 ms = 7.45 minutes 109888 ms = 1.8315 minutes
Average | 446 074 ms = 7.43 minutes 113634 ms = 1.8939 minutes
A.1.1.2 Memory

Table 22. Full memory results for Test 1 — Java REGEX vs. FormFiller

Test FormFiller Memory (start — end) | Java REGEX Memory (start—end)
~ - 1126160 KB -39 356 KB 12224 KB -19 116 KB
2126080 KB-40712 KB 12 224 KB - 19 364 KB
; 326712 KB -40 044 KB 12228 KB-19112 KB
Average | 26 317 KB - 40 037 KB 12225 KB -19 197 KB

A.1.2 Test Two - Some Comparisons of Different Fact Extractors

A.1.2.1 Time

A.1.2.1.1 Number of Create Rules

Table 23. Full time results for 1 Create Rule

Test Time (ms) 1000smalldocs |~ = Time (ms) 10largedocs
1 | 245984 = 4.1 minutes 436498 = 7.3 minutes
2 | 239855 = 4 minutes 445601 = 7.4 minutes
3 | 238082 = 4 minutes 432713 = 7.2 minutes

Average | 241307 = 4.02 minutes 438271 = 7.3 minutes
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Table 24. Full time results for 80 Create Rules
Test Time (ms) 1000smalldocs

22

Time (ms) 10largedocs

1 | 274274 = 4.6 minutes

460593 = 7.7 minutes

2 | 269868 = 4.5 minutes

445441 = 7.4 minutes

3 | 264911 = 4.4 minutes

450327 = 7.5 minutes

Average | 269684 = 4.5 minutes

452120 = 7.54 minutes

Table 25. Full time results for 160 Create Rules

Test Time (ms) 1000smalldocs

Time (ms) 10largedocs

1| 301083 = 5 minutes

446142 = 7.43 minutes

2| 292240 = 4.9 minutes

446322 = 7.44 minutes

3 [ 312700 = 5.2 minutes

444479 = 7.4 minutes

Average | 302008 = 5.03 minutes

445648 = 7.43 minutes

Table 26. Full time results for 320 Create Rules

Test Time (ms) 1000smalldocs

Time (ms) 10largedocs

1| 355421 = 5.92 minutes

472299 = 7.9 minutes

2 | 353729 = 5.9 minutes

448795 = 7.5 minutes

3 | 359838 = 6 minutes

472389 = 7.9 minutes

Average | 356329 = 5.94 minutes

464494 = 7.74 minutes

A.1.2.1.2 Number of Matches

The high number of matches finds 14, 643 facts in the 1000 documents corpus, and 5819

in the 10 documents corpus.

The low number of matches finds 270 facts in the 1000 documents corpus, and 139 in

the 10 documents corpus.

Table 27. Full time results for high number of matches

Test Time (ms) 1000smalldocs

Time (ms) 10largedocs

1 [ 618510 = 10.3 minutes

441024 = 7.4 minutes

2 | 604409 = 10.1 minutes

466551 = 7.8 minutes

3 | 590649 = 9.8 minutes

439171 = 7.3 minutes

Average | 604523 = 10 minutes

448949 = 7.48 minutes




Table 28. Full time results for low number of matches
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Test Time (ms) 1000smalldocs | - Time (ms) 10largedocs
‘ 1] 243560 = 4.1 minutes 453622 = 7.6 minutes
- 2| 242239 = 4 minutes 442536 = 7.4 minutes
. 3 | 242238 = 4 minutes 457027 = 7.6 minutes
Average | 242679 = 4.04 minutes 451062 = 7.52 minutes

A.1.2.1.3 Subordinate Fact Extractors

Table 29. Full time results for the bottom level fact extractor

Test “Time (ms) 1000smalldocs | “Time (ms) 10largedocs
oo 1| 245984 = 4.1 minutes 436498 7.3 minutes
.2 1 239855 = 4 minutes 445601 = 7.4 minutes
= -3 | 238082 = 4 minutes 432713 = 7.2 minutes
. Average | 241307 = 4.02 minutes 438271 = 7.3 minutes

Table 30. Full time results for 1 subordinate fact extractor

"Test .| Time (ms)1000smalldocs | '~ Time (ms) 10largedocs
Co 1] 249569 = 4.2 minutes 444169 7.4 minutes
. 2| 244171 = 4 minutes 439922 = 7.3 minutes
: 3 | 244041 = 4 minutes 438080 = 7.3 minutes
‘Average | 245927 = 4.1 minutes 440724 = 7.35 minutes

Table 31. Full time results for 2 subordinate fact extractors

" Test ~Time (ms) 1000smalldocs _Time (ms) 10largedocs -
‘ 1| 248006 = 4.1 minutes 443638 7.4 minutes
2 | 242068 = 4 minutes 434265 = 7.2 minutes
‘ 3| 252182 = 4.2 minutes 439623 = 7.3 minutes
- Average | 247419 = 4.12 minutes 439175 = 7.32 minutes

Table 32. Full time results for 3 subordinate fact extractors

‘Test Time (ms) 1000smalldocs - Time (ms) 10largedocs -
1245724 = 4.1 minutes 439201 = 7.3 minutes
.21 244602 = 4.1 minutes 434445 = 7.2 minutes
3 | 246474 = 4.1 minutes 431851 = 7.2 minutes
Average | 245600 = 4.09 minutes 435166 = 7.25 minutes
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A.1.2.2 Memory

A.1.2.2.1 Number of Create Rules

Table 33. Memory results for 1 create rule

Test Memory (KB) 1000smalldocs

Memory (KB) 10largedocs

1 | 25488 (start) — 37612 (end)

26064 (start) — 40868 (end)

2 | 25848 - 37592

26600 — 41148

3 | 25464 - 37608

26624 - 40276

Average | 25600 - 37604

26429 — 40764

Table 34. Memory results for 80 create rules

Test Memory (KB) 1000smalldocs

Memory (KB) 10largedocs

126220 (start) - 34204 (end)

26044 (start) — 39352 (end)

2| 25880 - 34680

26632 - 41100

3 | 26396 — 34752

25844 - 40612

~Average | 26165 - 34545

26173 — 40355

Table 35. Memory results for 160 create rules

Test Memory (KB) 1000smalldocs

Memory (KB) 10largedocs

1 | 26888 (start) ~ 33516 (end)

26540 (start) — 42080 (end)

2 | 26708 -32704

27384 - 42228

3 | 26920 — 32972

26756 — 41660

Average | 26839 - 33064

26893 — 41989

Table 36. Memory results for 320 create rules

Test Memory (KB) 1000smalldocs Memory (KB) 10largedocs
1 | 26628 (start) — 36316 (end) 27464 (start) — 41784 (end)
2 | 26936 — 35968 27440 - 40548

3 [ 27088 - 35868

27744 - 41792

Average | 26884 - 36051

27549 — 41375
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A.1.2.2.2 Number of Matches

Table 37. Memory results for high number of matches

Test Memory (KB) 1000smalldocs -~ Memory (KB) 10largedocs
: 1126788 (start) — 54572 (end) 26608 (start) — 41192 (end)
2| 26800 — 54788 26880 - 42504
; 3| 25832 — 54788 26544 - 41004
. - Average | 26473 — 54716 26677 — 41576

Table 38. Memory results for low number of matches

Test - " Memory (KB) 1000smalldocs Memory (KB) 10largedocs ' =
' 1| 26312 (start) — 40680 (end) 26728 (start) — 40752 (end)
-2'{ 28080 — 36372 26396 — 41660
_ -3 | 26352 -39340 26532 — 43572
- Average | 26855 — 38797 26552 — 41995

A.1.2.2.3 Subordinate Fact Extractors

Table 39. Memory results for bottom-level fact extractor

~ Test Memory (KB) 1000smalldocs “Memory (KB) 10largedocs
T 1| 25488 (start) - 37612 (end) 26064 (start) - 40868 (end)
2 | 25848 — 37592 26600 -41148
3 | 25464 — 37608 26624 - 40276
Average | 25600 - 37604 26429 - 40764

Table 40. Memory results for 1 subordinate fact extractor

Test *'Memory (KB) 1000smalldocs  Memory (KB) 10largedocs
1] 26160 (start) — 38584 (end) 26832 (start) — 41212 (end)
201 26720 - 39012 26452 — 41356
- 3| 26640 — 38636 26828 - 42620
Average | 26507 — 38744 26701 — 41729

Table 41. Memory results for 2 subordinate fact extractors

Test Memory (KB) 1000smalldocs Memory (KB) 10largedocs
1| 27396 (start) — 38744 (end) 26768 (start) — 42268 (end)
2 1 25892 — 38696 26768 — 41864
327172 -38192 26880 — 40188

Average

26820 - 38544

26805 — 41440
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Table 42. Memory results for 3 subordinate fact extractors

Test Memory (KB) 1000smalldocs Memory (KB) 10largedocs
1| 26180 (start) - 38088 (end) 26852 (start) - 42164 (end)
2 | 26576 - 37392 26484 - 41700
3 | 26292 - 38800 26440 — 41468

Average | 26349 - 38093 26592 - 41777

A.2 After First Optimisation

Table 43. Time Results of Number of Create Rules

No. of rules | Time (ms) over 1000smalldocs Time (ms) over 10largedocs
1| 29082 =29 seconds 8873 = 8.8 seconds
80 | 49261 = 49 seconds 10965 = 11 seconds
160 | 71874 = 71.9 seconds 13079 = 13.1 seconds
320 | 117990 = 117.9 seconds 19238 =19.2 seconds

Table 44. Time results for Number of Matches

No. of Matches

Time (ms) over 1000smalldocs

Time (ms) over 10largedocs

Low

26377 = 26.4 seconds

8883 = 8.8 seconds

High

388389 = 6.47 minutes

10134 = 10.1 seconds

Table 45. Time Results of Subordinate Fact Extractors

No. subordinate

Time (ms) over 1000smalldocs

Time (ms) over 10largedocs

0 (original)

29082 =29 seconds

8873 = 8.8 seconds

1] 29923 =29.9 seconds

8713 = 8.7 seconds

2 | 27470 = 27.5 seconds

8652 = 8.7 seconds

3 | 28381 =28 seconds

9023 = 9 seconds

A.3 After Second Optimisation

Table 46. Time Results of Number of Create Rules

No. of rules | Time (ms) over 1000smalldocs Time (ms) over 10largedocs
1 | 24485 = 24.4 seconds 8697 = 8.7 seconds
80 | 31315 = 31.3 seconds 10154 = 10.2 seconds
160 | 38305 = 38.3 seconds 12678 = 12.7 seconds
320 | 57603 = 57.6 seconds 18346 = 18.3 seconds
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Table 47. Time results for Number of Matches

No. of Matches | Time (ms) over 1000smalldocs | Time (ms) over 10largedocs
- Low | 23423 = 23.4 seconds 8002 = 8 seconds
- High | 25107 = 25.1 seconds 8593 = 8.6 seconds

Table 48. Time Results of Subordinate Fact Extractors

No. subordinate | Time (ms) over 1000smalldocs | Time (ms) over 10largedocs ™.

24485 = 24.4 seconds 8697 = 8.7 seconds

-~ 0(original)

1| 25526 = 25.5 seconds 8072 = 8.1 seconds

5| 27449 = 27 4 seconds 8062 = 8.1 seconds

8111 = 8.1 seconds

3| 28200 = 28.2 seconds

A.4 Further Tests
A 4.1 Different Type of Fact Extractor

Create rules and a co-reference rule.

Table 49. Time Results for Number of Create Rules

“Time (ms) over 1000smalldocs - | Time (ms) over 10largedocs =~

No. of rules

1] 24485 =24.4 seconds

8697 = 8.7 seconds

80| 31315 = 31.3 seconds

10154 = 10.2 seconds

“160 | 38305 = 38.3 seconds

12678 = 12.7 seconds

| 320 | 57603 = 57.6 seconds

18346 = 18.3 seconds

Table 50. Time results for Number of Matches

No. of Matches | Time (sec) over 1000smalldocs - | Time (sec) over 10largedocs
5 “Low | 23423 = 23.4 seconds 8002 = 8 seconds
High | 25107 = 25.1 seconds 8593 = 8.6 seconds

Table 51. Time Results for Levels of Subordinate Fact Extractors

‘No. subordinate | Time (sec) over 1000smalldocs | Time (sec) over 10largedocs
0 (original) | 24485 = 24.4 seconds 8697 = 8.7 seconds
‘ 1] 25526 =25.5 seconds 8072 = 8.1 seconds
2| 27449 = 27.4 seconds 8062 = 8.1 seconds
- 3.{ 28200 = 28.2 seconds 8111 = 8.1 seconds
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Table 52. Time results for a Fact Extractor with a co-reference rule

Time (ms) over 1000 small documents

Time (ms) over 10 large documents

34780 = 34.8 seconds

17475 = 17.5 seconds

A.4.2 Different Output Types

Table 53. Number of Create Rules output to XML

No. of rules | Time (ms) over 1000smalldocs Time (ms) over 10largedocs
1| 24485 =24.4 seconds 8697 = 8.7 seconds
80 | 31315 = 31.3 seconds 10154 = 10.2 seconds
160 | 38305 = 38.3 seconds 12678 = 12.7 seconds
320 | 57603 = 57.6 seconds 18346 = 18.3 seconds

Table 54. Number of Matches output to XML

No. of Matches

Time (ms) over 1000smalldocs

Time (ms) over 10largedocs

Low

23423 = 23.4 seconds

8002 = 8 seconds

High

25107 = 25.1 seconds

8593 = 8.6 seconds

Table 55. Levels of Subordinate Fact Extractors output to XML

No. subordinate

Time (ms) over 1000smalldocs

Time (ms) over 10largedocs

0 (original)

24485 =24 .4 seconds

8697 = 8.7 seconds

1 | 25526 = 25.5 seconds

8072 = 8.1 seconds

2| 27449 = 27.4 seconds

8062 = 8.1 seconds

3 | 28200 = 28.2 seconds

8111 = 8.1 seconds

Table 56. Number of Create Rules output to CSV

No. of rules | Time (ms) over 1000smalldocs Time (ms) over 10largedocs
1| 28271 =28.3 seconds 8482 = 8.5 seconds
80 | 30304 = 30.3 seconds 10555 = 10.5 seconds
160 | 43072 = 43.1 seconds 13029 = 13 seconds
. 320 | 56421 = 56.4 seconds 19158 = 19.2 seconds

Table 57. Number of Matches output to CSV

No. of matches

Time (ms) over 1000smalldocs

Time (ms) over 10largedocs

Low

16083 = 16.1 seconds

4296 = 4.3 seconds

High

19468 = 19.5 seconds

5368 = 5.4 seconds
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No. subordinate

Time (ms) over 1000smalldocs

‘Time (ms) over 10largedocs '~

0 (original) | 28271 = 28.3 seconds 8482 = 8.5 seconds
1] 26539 = 26.5 seconds 8833 = 8.8 seconds

2] 27189 = 27.2 seconds 8953 = 9 seconds
3125267 =25.3 seconds 8432 = 8.4 seconds

Table 59. Number of Create Rules output to Database

No. of rules - | Time (ms) over 1000smalldocs Time (ms) over 10largedocs
; © 011 23714 = 23.7 seconds 8402 = 8.4 seconds
. 80| 35371 = 35.4 seconds 12358 = 12.4 seconds
. 160 | 45746 = 45.7 seconds 15322 = 15.3 seconds
2320 | 66185 = 66.2 seconds 21601 = 21.6 seconds

Table 60. Number of Matches output to Database

No. of matches

Time (ms) over 1000smalldocs

- | Time (ms) over10largedocs :

~Low

24806 = 24.8 seconds

8372 = 8.4 seconds

: High

72664 = 72.7 seconds

29682 = 29.7 seconds

Table 61. Subordinate Fact Extractors output to Database

No. subordinate | Time (ms) over 1000smalldocs | Time (ms) over 10largedocs . -
0 (original) | 23714 = 23.7 seconds 8402 = 8.4 seconds
126308 = 26.3 seconds 8142 = 8.1 seconds
2| 27190 = 27.2 seconds 8121 = 8.1 seconds
"3 28010 = 28 seconds 8182 = 8.2 seconds
A.4.3 List Fact Extractors

Table 62. 320 Rules

- FX Format Time (sec) over 1000smalldocs | Time (sec) over 10largedocs -
..~ List 1 19.3 4.8
1Rule | 74.4 25.6
320 Rules | 72.3 21.1

Table 63. 160 Rules

FX Format Time (sec) over 1000smalldocs | Time (sec) over 10largedocs
‘ List | 17.2 4.6
1Rule | 44.3 14.6
160 Rules | 32.9 9.4
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Table 64. 80 Rules

FX Format Time (sec) over 1000smalldocs | Time (sec) over 10largedocs
List | 15.5 4.4
1 Rule | 28 9.2
80 Rules | 22.3 6.2

Table 65. 40 Rules

FX Format Time (sec) over 1000smalldocs | Time (sec) over 10largedocs
List | 15.1 45
1 Rule | 20.9 6.5
40 Rules | 19.4 5.4

Table 66. 20 Rules

FX Format Time (sec) over 1000smalldocs | Time (sec) over 10largedocs
List | 14.7 4.6
1 Rule | 17.5 5.4
20 Rules | 15.6 49

Table 67. 10 Rules

FX Format Time (sec) over 1000smalldocs | Time (sec) over 10largedocs
List | 14.5 4.6
1 Rule | 15.2 4.8
10 Rules | 14.0 45

Table 68. 5 Rules

FX Format Time (sec) over 1000smalldocs | Time (sec) over 10largedocs
List | 13.9 44
1Rule | 14.1 4.5
5 Rules | 13.6 4.4

A.4.3 Different Input Types

Table 69. Time Results for Number of Create Rules with Text Input

No. of rules

Time (ms) over 1000smalldocs

Time (ms) over 10largedocs

1 | 24485 = 24.4 seconds

8697 = 8.7 seconds

80 | 31315 = 31.3 seconds

10154 = 10.2 seconds

160

38305 = 38.3 seconds

12678 = 12.7 seconds

320

57603 = 57.6 seconds

18346 = 18.3 seconds
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Table 70. Time results for Number of Matches with Text Input

No. of Matches | Time (sec) over 1000smalldocs

Time (sec) over 10largedocs

Low | 23423 = 23.4 seconds

8002 = 8 seconds

8593 = 8.6 seconds

High | 25107 = 25.1 seconds

Table 71. Time Results for Subordinate Fact Extractors with Text Input

No. subordinate

“Time (sec) over 1000smalldocs

| Time (sec) over 10largedocs

0 (original) | 24485 = 24.4 seconds 8697 = 8.7 seconds
- o017 25526 = 25.5 seconds 8072 = 8.1 seconds
Tlen20) 27449 = 27.4 seconds 8062 = 8.1 seconds
©737) 28200 = 28.2 seconds 8111 = 8.1 seconds

Table 72. Time results for a Fact Extractor with a co-reference rule with Text Input

" Time (ms) over 1000 small documents

" Time (ms) over 10 large documents .

34780 = 34.8 seconds

17475 = 17.5 seconds

Table 73. Time Results for Number of Create Rules with HTML Input

No. of rules . | Time (ms) over 1000smalldocs

Time (ms) over 10largedocs

1| 30594 = 30.6 seconds

28351 = 28.4 seconds

80 | 36873 = 36.9 seconds

29813 =29.8 seconds

160} 42501 = 42.5 seconds

32016 = 32 seconds

320 | 56992 = 57 seconds

37243 = 37.2 seconds

Table 74. Time results for Number of Matches with HTML Input

No. of Matches Time (sec) over 1000smalldocs.

Time (sec) over 10largedocs

Low | 29663 = 29.7 seconds

26519 = 26.5 seconds

ngh 29993 = 30 seconds

28350 = 28.4 seconds

Table 75. Time Results for Subordinate Fact Extractors with HTML Input

| No. subordinate

Time (sec) over 1000smalldocs

' Time (sec) over 10largedocs

0 (original) | 30594 = 30.6 seconds 28351 = 28.4 seconds
11 31846 = 31.8 seconds 26548 = 26.5 seconds
"2 | 33148 = 33.1 seconds 25570 = 27.6 seconds

3

33138 = 33.1 seconds

27790 = 27.8 seconds
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Table 76. Time results for a Fact Extractor with 320 diseases in one OR statement with HTML
Input

Time (ms) over 1000 small documents Time (ms) over 10 large documents
68899 = 68.9 seconds 49802 = 49.8 seconds

Table 77. Time results for a Fact Extractor with a co-reference rule with HTML Input

Time (ms) over 1000 small documents Time (ms) over 10 large documents
33018 = 33 seconds 35871 = 35.9 seconds
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